A SURVEY ON AUTOMATED USER INTERFACE TESTING FOR MOBILE APPLICATIONS
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Abstract: Nowadays, smartphones play a remarkable role in our lives. Testing mobile applications is significant to guarantee their quality. Automated testing is applied to minimize the cost and the interval of time instead of manual testing. There are different testing levels which are unit testing, integration testing, system testing and acceptance testing. Automated mobile application testing type methodologies are categorized into white-box testing, black-box testing and grey-box testing. Besides, there are several testing types such as functional testing and non-functional testing. Most of the existing studies focus on user interface testing which is type of functional testing. In this paper, testing approaches for user interface testing through different existing studies from 2013 to 2021 have been surveyed. Those approaches are classified into model-based testing, model learning testing, search-based testing, random-based testing, and record & replay testing. Several essential issues related to those approach such as the optimization and redundancy for generation of test suites have been mentioned. Finally, challenges in automated mobile applications user interface testing have been discussed.
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1. Introduction

Today, technology has a great influence on the world. It has helped in the prediction and detection of severe diseases as lung cancer [1, 2] and the diagnosis of Corona virus disease 2019 (COVID-19) [3]. It has also helped in connecting the world through smartphones that have played a vital role in our daily life. Their applications are used in different fields to make life easier for users. For example, mobile payment is one of the quickest ways of electronic payment [4]. Another example is mobile learning that helps in the effectiveness of education through simplifying the connection between teachers and students [5]. Testing is essential when constructing a mobile application to guarantee its quality. It requires too much time to be performed manually. That is the reason of the presence of automated testing for mobile applications. It minimizes the cost and time interval of testing [6]. Mobile application testing could be performed using testing environments which are emulators and real devices. Emulator is a virtual machine simulating real device [7]. The same testing approach could use both emulator and device. The studies at mobile application testing have focused on several points: Optimization of the generated test suites to increase the performance to testing [8–10], redundant exploration of the Application Under Test (AUT) [11–14], generation of user interface events only without support to system events [12, 15].

In this paper, the automated user interface testing approaches for mobile applications have been surveyed through different existing studies from 2013 to 2021. In the next section, the testing types have been presented, they are divided into functional testing and non-functional testing. Then, existing studies of the mobile testing levels have been surveyed, specifically at unit testing and system testing. In section 4, the three testing type methodologies are presented, which are white-box testing, black-box testing and grey-box testing. Then, the challenges in automated mobile applications User Interface (UI) testing have been presented. Finally, the conclusion of this survey is presented.

2. Testing types

There are two types of testing. They are functional testing and non-functional testing. Functional testing is concerned with the application’s functionalities. For mobile application testing, it is concerned with testing application’s UI, service functionalities and Application Programming Interface (API) [7, 16]. UI testing is a type of functional testing. It executes events through application’s UI for testing the application’s behavior [16]. Most of the studies focus on UI testing as there are lots of libraries supporting UI mobile application testing, this could help researchers working at this point [17]. Service is a functionality that could work in the application’s background. Service testing is concerned with appropriate management of its life cycle [18]. API is a set of software functionalities that could run by another application. API testing ensures that there is no error could happen as result of this integration [19].
Non-functional testing is concerned with testing the application’s non-functional requirements. There are several testing types of non-functional testing for mobile applications as performance testing, stress testing, security testing, compatibility testing, usability testing and accessibility testing. Performance testing is concerned with checking the application’s performance behavior when it is used by several users. It checks its response, time it could take for executing, the usage of mobile resources such as memory, network, and power \[16, 18\]. Stress testing is concerned with checking the application’s performance behavior when it is used by a huge number of users or at high usage of mobile resources. It checks when the application could crash and its capability for restoration \[18\]. Security testing tests the application’s capability of rejecting access of unauthorized users and protecting the user’s data. It assures that the application is invulnerable to any attacks could happen. It also detects the weak points of the application that could result into security breach in order to be solved \[18\]. Compatibility testing finds out the mobile devices that could support the AUT. There are several configuration profiles at the market, so it is important to check the devices that would fail to run the AUT. Emulators have decreased the cost of compatibility testing \[18\]. Usability testing assures that the AUT is easy to be used, that the user will not face any difficulties while dealing with AUT. The AUT should respond quickly to user’s actions. However, this could be hard when there are more than one activity running at the same time \[18\]. It checks that AUT’s UI design is usable to prevent any confusions for users \[16, 20\]. Accessibility testing is a type of usability testing. It tests the application’s behavior with disabled users. There are some features at mobile operating systems that could help, as text-to-speech in android \[18\].

3. Testing Levels

Testing levels are classified into unit testing, integration testing, system testing and acceptance testing \[16, 21\]. Unit testing is concerned with verifying the smallest component of AUT. It focuses on finding out any error at the application’s code \[16, 21\]. Integration testing targets revealing the bugs that happen after combining different application’s units \[18\]. It could be performed using different ways such as integrating independent components at the beginning as database then combining other system functionalities which is bottom-up integration. Top-down integration is the opposite of the bottom-up integration as the components are tested and integrated to the system dependent components. For many applications those two ways are mixed and applied together \[18, 22\]. System testing is concerned with checking that the application has completed all its requirements after integration \[18\]. Acceptance testing checks that the application has reached the user’s trust by completing all his requirements. It also checks that it does not have any problems using real data by the user. This testing is performed by the testers and users \[21, 22\].

Most of the studies focus on unit testing and system testing. The following subsections review the approaches proposed for each testing level of them.
3.1 Unit testing

Unit testing is usually done by the application’s developers. It is also called component testing. It could assure the application’s behavior by testing the response to different types of events. Moreover, it could be used for checking that the life cycle events are properly managed [18], as at [23, 24] and the user’s events as at [25].

3.1.1 Model-based / Model learning testing

Several studies have focused on checking that the management of life cycle events. At MobiGUITAR [23] some errors have been found as result of the inappropriate life cycle management of AUT’s activities. It is a model-based / model learning approach that has enhanced its previous model that worked on desktop applications. It could not work with mobile applications as it has no state and did not consider security. The application’s UI state has been modelled through a reverse engineering approach. Model-based testing approaches create test cases based on the extracted model of AUTs [26]. Model learning testing approaches learn the model of AUT while testing [27]. At [24] a model-based approach has been proposed for generating application’s life cycle test cases. The problem of ensuring the quality of mobile application’s data has been addressed through different states of application’s activity life cycle. A model of application’s activity life cycle has been constructed using source code, parsed, and analyzed. Then, a graph has been created for each activity. Moreover, automated test cases have been generated and executed using the constructed model. The status of each system resource has been checked that it is either acquired or released in the suitable life cycle method, to detect any failure could happen at system resources.

3.1.2 Record & replay testing

Record & replay testing is an approach for recording the interactions by testers with application’s UI components to create a script. This script could be automatically replayed later for the testing process [28]. ACRT [25] is a record & replay testing approach. It is implemented for minimizing the testing effort. It captures the user’s events and input. Then, a script is created by obtaining the coordinates of the event at the screen or the code of the pressed key. The script is replayed by Robotium [29] which is an open source automated testing framework. Assertions are used to find out if there are any errors at the application’s UI components.

3.2 System Testing

System testing is concerned with finding any errors that could happen when executing the complete application. It has three steps, first the application runs on an emulator. Then, the environment changes gradually towards real device. Finally, it runs on a real device [18]. Many applications have applied system testing, as with search-based testing [8–10, 14, 30], model-based testing [11, 12], model learning testing [15] and random-based testing [13, 31–33].
3.2.1 Search-based testing

Search-based testing approaches apply metaheuristic approaches for generating optimized test cases by evaluating some solutions with a fitness function \[^{[34]}\]. EvoDroid \[^{[10]}\] has applied an approach for solving the defects resulting from using genetic algorithm to find the best individuals affecting the performance of the search. The application’s behavior has been analyzed and modelled for detecting the source code dependencies. Then, search approach has been applied on the detected independent code parts to find the appropriate crossing over between genes and going in depth at the code to increase the coverage. AGRippin \[^{[8]}\] is a search-based approach for handling the inefficiency of generation of test suites by other approaches. Crossover has been applied to generate test cases (chromosomes). They have been ensured that they could be executed by applying some heuristic criteria. A mutation approach has been applied and ranked test cases based on fitness. Genetic algorithm has been merged with hill climbing algorithm. Sapienz \[^{[9]}\] applies a genetic algorithm with randomness for optimization of test sequences and increasing coverage. If the input is an Android Application Package (APK), then it is instrumented, to find out the coverage. Monkey++ \[^{[14]}\] generates control flow graph for AUT and traverses through it by using Depth First Search (DFS) strategy. The generated test cases achieved more coverage results with less execution time than Monkey. ADAPTDROID \[^{[30]}\] performs adaptation for test cases of AUTs with common methods. It extracts their semantics though their APKs. Then, it matches between the events of AUTs through the implemented evolutionary algorithm. Finally, it produces effective related test cases with more similarity in semantics between the AUTs compared to other approaches.

3.2.2 Model-based testing

Different model-based approaches for UI testing were proposed in literature, they have focused on maximizing coverage and generating relevant events. However, the exploration strategy could be a challenging issue. Stoat \[^{[12]}\] is a model-based approach for UI testing. It has addressed several problems, as the exhaustive derivation of tests from the models to validate an application, the redundancy of randomly generated tests that results from the previous point, there are no models for some applications and the generation of UI events only. Dynamic analysis for exploration and static analysis have been combined for building a stochastic model. A guided search for finding the best models has been applied. Generation of system events by using intents is also supported. CrawlDroid \[^{[11]}\] is model-based approach for the redundant exploration of an application that could get to the same state multiple of times. A feedback exploration approach has been applied and scores have been given to actions based on their ability to get to a new state in the application. That leads to an increasing in the coverage and discovering more failures.

3.2.3 Model learning testing

As the limitations of previous approaches were the susceptibility of errors from manual testing, requirement of source code of application and the generation of UI events only GATS \[^{[15]}\] has been proposed. It learns the model of AUT using finite-state machine. The first state is the application’s
installation. An unexplored transition is selected, then the model is updated. The target is to find more bugs in the least time. It generates a report when a crash happens. It supports system and UI events.

3.2.4 Random-based testing

Random-based testing approaches depend on the randomness of selecting the events. Several studies have focused on generating relevant and minimizing redundancy compared to monkey. Monkey [31] is a testing tool at Android Software Development Kit (SDK). It generates pseudo-random events. Monkey testing was used in the beginning for testing Macintosh (Mac) programs in 1983 [35]. Dynodroid [32] generates relevant events for testing an application. Three approaches have been implemented for selecting an event which are frequency, biased random and uniform random. Frequency selects the event with the minimum number of selections. Uniform random selects a random event. Biased random keeps a history of events’ number of selections. Dynodroid’s performance is better than monkey. At [33] an approach has been presented for handling the excessive time and effort required for generation of test cases. It is based on statistical analysis from mining users’ usage. First, the executed events have been recorded to get the usage logs. Then, a behavioral model from those logs has been generated. An event will be randomly selected based on probabilistic calculations. MonkeyImprover [13] enhances AUT through refactoring the GUI without affecting the functionalities of AUT. It extracts GUI elements of AUT that a user could interact with. Then, it generates a weight for each functionality based on its complexity. Then, GUI components would be resized based on their weight. As the size increases, the chance of interacting with monkey increases.

4. Testing Type Methodologies

There are three testing type methodologies. They are white-box testing, black-box testing and grey-box testing.

White-box testing is also called structure-based methodology. It considers the internal structure of an application, as the testing process is based on the presence of the application’s source code [21]. There are several white-box testing approaches as AGRippin [8], EvoDroid [10], MonkeyImprover [13], Monkey++ [14], ACRT [25] and [24]. Their input is source code of android application.

Black-box testing is also called specification-based methodology, as it based on the application’s requirements. It does not consider the presence of the source code of application. However, it considers interfaces [21]. There are several black-box testing approaches as at CrawlDroid [11], Stoat [12], GATS [15], MobiGUITAR [23], Monkey [31], Dynodroid [32], ADAPTDROID [30] and [33]. Their input is the application’s APK.

Grey-box testing is a combination of both black-box testing and white-box testing. Testing is based on the application’s structure and requirements [21]. At Sapienz [9], where the input is only application’s APK, it is extracted to get the source code for instrumentation. However, the approach could also be performed if the source code is present. A summary for existing studies is presented at Table 1. They are sorted according to the year of publication ascendingly.
## Table 1 - Summary of UI testing existing studies

<table>
<thead>
<tr>
<th>Paper</th>
<th>Name</th>
<th>Year</th>
<th>Testing Type Methodology</th>
<th>Testing Level</th>
<th>Testing Approach</th>
<th>Testing environment</th>
<th>Advantages</th>
<th>Disadvantages</th>
</tr>
</thead>
<tbody>
<tr>
<td>[32]</td>
<td>Dynodroid</td>
<td>2013</td>
<td>Black-box</td>
<td>System</td>
<td>Random-based</td>
<td>Android 2.3.5 emulator</td>
<td>Relevant events</td>
<td>Slow execution time</td>
</tr>
<tr>
<td>[10]</td>
<td>EvoDroid</td>
<td>2014</td>
<td>White-box</td>
<td>System</td>
<td>Search-based</td>
<td>Emulators in parallel</td>
<td>Fast execution time with increased coverage</td>
<td>Slow execution time with complex applications</td>
</tr>
<tr>
<td>[25]</td>
<td>ACRT</td>
<td>2014</td>
<td>White-box</td>
<td>Unit</td>
<td>Record &amp; replay</td>
<td>Mobile device</td>
<td>Decreased time and effort</td>
<td>Not providing coverage</td>
</tr>
<tr>
<td>[8]</td>
<td>AGRippin</td>
<td>2015</td>
<td>White-box</td>
<td>System</td>
<td>Search-based</td>
<td>Android 2.3.3 emulator</td>
<td>Increased effectiveness than applying hill climbing solely</td>
<td>Same coverage at successive iterations</td>
</tr>
<tr>
<td>[9]</td>
<td>Sapienz</td>
<td>2016</td>
<td>Grey-box</td>
<td>System</td>
<td>Search-based</td>
<td>Android 4.4 emulator and mobile device</td>
<td>Optimization of test sequences</td>
<td>Tested applications may not cover all existing fields</td>
</tr>
<tr>
<td>[12]</td>
<td>Stoat</td>
<td>2017</td>
<td>Black-box</td>
<td>System</td>
<td>Model-based</td>
<td>Android 4.4.2 emulator</td>
<td>Relevant events</td>
<td>Incomplete exploration of UI</td>
</tr>
<tr>
<td>[33]</td>
<td>Random GUI Testing of Android Application Using Behavioral Model</td>
<td>2017</td>
<td>Black-box</td>
<td>System</td>
<td>Random-based</td>
<td>Android Nexus 5 emulator</td>
<td>Mining users’ usage and increasing coverage</td>
<td>Complex events not handled</td>
</tr>
<tr>
<td>[11]</td>
<td>CrawlDroid</td>
<td>2018</td>
<td>Black-box</td>
<td>System</td>
<td>Model-based</td>
<td>Android 4.4 emulator and mobile device</td>
<td>Increasing coverage and discovering more failures</td>
<td>Tested applications may not cover all existing fields</td>
</tr>
<tr>
<td>[15]</td>
<td>GATS</td>
<td>2019</td>
<td>Black-box</td>
<td>System</td>
<td>Model learning</td>
<td>Android 5.1 emulator</td>
<td>Supporting system and UI events</td>
<td>Slow execution time</td>
</tr>
<tr>
<td>[24]</td>
<td>A Model for Generating Automated Lifecycle Tests</td>
<td>2020</td>
<td>White-box</td>
<td>Unit</td>
<td>Model-based</td>
<td>Android 11 mobile device</td>
<td>Detecting failures in system resources</td>
<td>Failed resources are released manually</td>
</tr>
<tr>
<td>[14]</td>
<td>Monkey++</td>
<td>2021</td>
<td>White-box</td>
<td>System</td>
<td>Search-based</td>
<td>Not specified</td>
<td>Relevant events, increase coverage and fast execution time</td>
<td>Tested applications may not cover all existing fields</td>
</tr>
</tbody>
</table>
5. Challenges in Automated Mobile Applications UI Testing

Several challenges in automated mobile applications testing approaches through UI testing have been surveyed.

- Selecting the AUTs covering all existing fields is a challenging issue. As the approach’s performance could change between different applications [9, 11]. Sapienz [9] and CrawlDroid [11] could need to select more AUTs in different fields to ensure their effectiveness.
- The effectiveness UI testing at model-based approaches could be affected by applying simple exploration strategies such as using breadth-first search approach in MobiGUITAR [23] or the inability to extract the whole behaviors leading into incomplete exploration of UI of an application as in Stoat [12].
- The slow execution time at some approaches as GATS [15] and Dynodroid [32] compared to some existing tools as monkey. However, They have achieved higher performance results than monkey [31], as monkey generates irrelevant events to the application.
- Most of the studies as [33] focus on simple events such as to click, long-click, text and scroll. Since handling complex input events such as dragging is a challenging issue.
- Complex AUTs with many conditions could have lower performance than other AUTs when applying the same testing approach. By applying EvoDroid [10], complex applications got slower execution time.
- The need of providing information about testing metrics as code coverage when validating the performance of an approach to ensure that it has covered as much as possible of AUT’s code. ACRT [25] does not provide information about code coverage. Maximizing the coverage is a challenging issue for any approach as for EvoDroid [10]. For search-based approaches as AGRippin [8], the ratio of crossover and mutation could lead into that some test suites could have the same coverage at successive iterations. This could lead to decreasing the coverage.
- Detecting errors in system resources when using an application could be challenging issue, as there are multiple resources that could be assessed. This approach [24] has focused on 3 resources only which are drive, camera and location.
- Extraction of GUI elements of AUT that a user could interact with could be a challenging issue. As there are different formats of implementation for event handlers either by using particular annotations or by declaring their names in layout files or by using specific functions as in MonkeyImprover [13]. Moreover, common callback functions names could lead to inability of detection of control and its related callback function as in Monkey++ [14].
6. Conclusion

Every day, the importance of smartphones increases. Testing mobile applications has become essential to assure their quality. In this paper, a survey about automated UI testing for mobile applications has been presented. Mobile testing types, testing type methodologies and testing levels have been discussed. Existing studies have focused on the several issues such as discovering more failures in AUTs, generating relevant events with minimized redundancy, the non-generation of system events when testing AUT and optimization of test suites. Different existing UI mobile application testing studies from 2013 to 2021 have been presented. Those studies have been classified according to their year, testing type methodology, testing level, testing approach, testing environment, their advantages, and disadvantages. Testing approaches that have been presented in these studies are random-based testing, model-based testing, model learning testing, search-based testing, and record & replay testing. Most of the existing mobile testing studies are about UI testing, which is a type of functional testing, due to the presence of libraries supporting it. Moreover, the challenges that could happen at automated mobile applications UI testing have been discussed. As future direction, researchers can start by tackling those challenges.
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